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What's the largest sum of two adjacent elements in a list s? (Assume len(s) > 1)

Create a dictionary mapping each digit d to the lists of elements in s that end with d.
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